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Abstract
Multi-Objective Optimization is a prominent research area, in which approaches for the
simultaneous solution of multiple objectives are proposed. The possibility to discover a set of
parameters optimizing all the goals can be achieved only if the considered problems are rather
trivial, while compromise solutions are generally discovered. Things become even more
complex when the set of parameters is used in opposite, and potentially conflicting, ways.
In this work, we compared some state-of-the-art Evolutionary Algorithms with regard to the
optimization of different conflicting objectives, by highlighting strengths and weaknesses
of the different approaches. In particular, we considered four benchmark problems — 4-bit
parity, double-pole balancing, grid navigation and test function optimization — to be solved
simultaneously. Our investigation identifies the algorithms leading to a better optimization.
In particular, three algorithms emerge as the most suitable methods for dealing with the
considered scenario. Notably, a relatively simple strategy is not significantly inferior to a
more sophisticated one. Moreover, we illustrate the solutions discovered by the different
methods to address the benchmark problems.

Keywords: Benchmarking, Evolutionary Algorithms, Multi-Objective Optimization, Neu-
ral Networks.

1. INTRODUCTION

Multi-Objective Optimization (MOO) [1], is a fascinating research field in which the ultimate goal
consists of discovering solutions fulfilling multiple, often conflicting, objectives simultaneously
[1]. Since the task is extremely complex or even impossible, compromise solutions are taken into
account, which are referred to as Pareto-optimal [2]. By definition, a Pareto-optimal solution is
“a set of ’non-inferior’ solutions in the objective space defining a boundary beyond which none
of the objectives can be improved without sacrificing at least one of the other objectives” [3]. An
illustration is provided in FIGURE 1.

Several techniques have been introduced to address MOO problems, such as Evolutionary Algo-
rithms (EAs) [4–6], Genetic Algorithms (GAs) [7–9], or swarm intelligence approaches [10–12].
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Figure 1: Explanation of Pareto optimality in a two-objective optimization (e.g., functions 𝑓1 and
𝑓2) scenario: non-dominated solutions (blue circles) are Pareto-optimal and lie on a
theoretical line (purple dotted curve) termed as Pareto front. Remaining solutions (orange
circles) are dominated by those belonging to the Pareto front.

For example, the authors in [13], applied GAs to aMOO scenario entailing a Supply Chain Network
(SCN) design problem. Their analysis indicates the feasibility of the approach in the context of
a Turkish company producing plastic products. In [14, 15], the OpenAI Evolutionary Strategy
(OpenAI-ES) [16], has been used to cope with a MOO problem requiring a swarm of AntBullet
robots [17], to simultaneously locomote and aggregate: the authors show that robots develop a good
locomotion capability, while aggregation is obtained very rarely. This underscores the difficulty of
optimizing both objectives at the same time. Specific algorithms have been developed to address
MOO with regard to test function optimization, such as Nondominated Sorting Genetic Algorithm
II (NSGA-II) [18], or Vector Evaluated Genetic Algorithm (VEGA) [19]. In particular, NSGA-II
[18] enables to discover optimized solutions for test functions defined in [19, 20], by exploiting non-
dominated sorting, diversity-preservation and elitism combined with typical mutation and crossover
operators from GAs. VEGA [19], represents a variant of a classic GA tailored for MOO scenarios.
Specifically, the solution evaluation produces a vector of fitness values, one for each objective,
and selection is made by choosing non-dominated solutions according to Pareto optimality. To this
end, the whole population is split into sub-populations (one for each objective) from which the best
individuals are selected. Finally, recombination and mutation of selected solutions allow to generate
the new population and ensure diversity.

An interesting field related to MOO involves the discovery of effective controllers to manage dif-
ferent problems belonging to the same class. For example, the authors in [21], propose an approach
called Shared Modular Policy (SMP) in which a global policy is used to control different modular
neural networks. In particular, each module is responsible for the control of a single actuator based
on current sensory readings and shared information in the form of current reward function. Exper-
iments performed on robot locomotors characterized by diverse morphologies (e.g., Halfcheetah,
Hopper, Humanoid, Walker2D) demonstrate the validity of the approach and a good generalization
capability on new morphologies. Another worthwhile example can be found in [22], in which
the authors propose an approach to discover a single controller for a class of dynamical systems.
Specifically, through in-context learning [23], the authors demonstrate that an effective controller
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for a specific numerical problem can be immediately applied to a different problem within the same
class, with no need for fine-tuning.

This work is halfway between MOO and the evolution of a single controller for multiple problems.
In more detail, we present a comparative study of eight EAs — Generational Genetic Algorithm
(GGA) [24], Hill-Climbing Algorithm (HC) [25], a variant of HC called HC*, OpenAI-ES [16],
Separable Natural Evolution Strategies (sNES) [26], Stochastic Steady State [27], Stochastic Steady
State with Hill-Climbing (SSSHC) [28], and an adaptive variant of SSSHC called SSSHCa —
that must discover a single neural network controller capable to minimize simultaneously four
benchmark problems: (i) 4-bit parity, (ii) double-pole balancing, (iii) grid navigation and (iv)
test function optimization. Although using methods specifically tailored for MOO scenarios like
NSGA-II or VEGA could be rather intuitive, we decided instead to put emphasis on the usage of
general and relatively simple EAs [29], to assess how effective they are at sampling the search
space and discovering optimized solutions for the MOO scenario. Furthermore, existing studies
show that OpenAI-ES proved capable of dealing with MOO problems involving group of robots
[15, 30, 31]. Similarly, GGA has been used to effectively solve robotic MOO tasks [32, 33]. In
addition, the HC algorithm demonstrated its efficacy in optimizing multiple test functions [34, 35].
Our results clearly demonstrate that OpenAI-ES, SSSHC and SSSHCa outperform the othermethods
thanks to their propensity to reduce the size of weights, which is pivotal in the considered scenario.
Furthermore, detailed analysis of the performance on the individual benchmark problems reveal
that all the algorithms focus mainly on the minimization of test functions, which allows to quickly
optimize performance. Interestingly, SSSHC and SSSHCa best OpenAI-ES with respect to grid
navigation and test function optimization, while the opposite is true for 4-bit parity and double-pole
balancing. This implies that relatively simple strategies can perform similarly to more sophisticated
algorithms.

This research provides the following key contributions:

• a novel MOO scenario is presented, which entails benchmark problems like 4-bit parity,
double-pole balancing, grid navigation and test function optimization;

• a comparison of eight EAs on the defined MOO scenario is proposed, including both classic
methods (e.g., GGA, HC and SSS) and relatively novel and sophisticated algorithms (e.g.,
OpenAI-ES and sNES);

• two novel variants of existing methods, called HC* and SSSHCa, are introduced;

• OpenAI-ES, SSSHC and SSSHCa emerge as more effective than other methods at dealing
with the novel MOO scenario, which indicate that relatively simple algorithms like SSSHC
and SSSHCa are not inferior to a rather sophisticated method such as OpenAI-ES;

• SSSHC and SSSHCa outperform OpenAI-ES with respect to grid navigation and test function
optimization, while the opposite is true for 4-bit parity and double-pole balancing;

• OpenAI-ES, SSSHC and SSSHCa manage to reduce the size of weights/parameters, which is
paramount to discover effective solutions in the considered domain. In particular, OpenAI-
ES exploits historic information to effectively sample the search space, while SSSHC and
SSSHCa make use of single-gene mutations to discover truly adaptive modifications.
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The paper starts with a thorough description of the benchmark problems, the considered EAs, the
neural network controller and the experimental settings in Section 2. Then, the outcomes are
illustrated in detail in Section 3, and a exhaustive discussion is provided in Section 4. Lastly,
Section 5 reports the main findings and potential future research ideas.

2. MATERIALS AND METHODS

2.1 Problems

2.1.1 4-bit parity

The first problem is the 4-bit parity task, which consists in calculating the number of 1-bits in the
input string and returning a value checking if the sum of 1-bits is even (output is 1) or odd (output
is 0). The problem is depicted in FIGURE 2, and is a commonly used task in the evolutionary
computation literature [36–38].

Figure 2: 4-bit parity problem: given a 4-bit input string, the objective is to return a 1/0 value when
the number of 1-bits is even/odd. It is worth noting that the parity value for a sequence
made of 0-bits only is 1.

Specifically, our evaluation is made by considering all the possible 4-bit input strings (i.e., 24 = 16)
and verifying the number of correct parity values returned. To this end, we design the following
fitness function (Eq. 1).

𝐹𝑝𝑎𝑟𝑖𝑡 𝑦 =
𝑁𝑠𝑡𝑟𝑖𝑛𝑔𝑠∑

𝑠=1
|𝑂𝑠 −𝑂𝑠 | (1)
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In Eq. 1, the symbol 𝑂𝑠 is the expected parity output for the input string 𝑠, 𝑂𝑠 indicates the output
returned by the controller and 𝑁𝑠𝑡𝑟𝑖𝑛𝑔𝑠 represents the number of considered 4-bit input strings
(𝑁𝑠𝑡𝑟𝑖𝑛𝑔𝑠 = 16).

2.1.2 Double-pole balancing

The second problem is the double-pole balancing task [39], i.e. a widespread benchmark to assess
an algorithm performance as demonstrated by the large body of literature in the field [27, 40–44].
The task involves the presence of two poles placed on the top of a wheeled mobile cart, which
has to move properly to avoid poles falling (see FIGURE 3). TABLE 1, reports the parameters
characterizing the task. The validity range of the cart position 𝑥 is [−2.4, 2.4]𝑚 (i.e., the length of
the track), while the validity range of the pole angles 𝜃1 and 𝜃2 is [−36, 36]◦.

Figure 3: Double-pole balancing problem: a wheeled mobile cart (orange rectangle) has to move
on a horizontal surface (light blue rectangle) in order to keep two poles (green rectangles)
upright.

Table 1: Parameters characterizing the double-pole balancing problem. The track extremes are
placed at -2.4 m and 2.4 m, respectively. We denote the absence of information with
the symbol “-”.

Parameter Length Mass
Track 4.8 m -
Cart - 1.0 kg

Long pole 1.0 m 0.5 kg
Short pole 0.1 m 0.05 kg

The objective function for this task is formulated as in Eq. 2.

𝐹𝑑𝑝𝑜𝑙𝑒 =
1

𝑁𝑡𝑟𝑖𝑎𝑙𝑠

𝑁𝑡𝑟𝑖𝑎𝑙𝑠∑
𝑖=1

𝑁𝑠𝑡𝑒𝑝𝑠 − 𝑛𝑠𝑡𝑒𝑝𝑠 (𝑖) (2)
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Symbol 𝑁𝑠𝑡𝑒𝑝𝑠 denotes the length of a trial (𝑁𝑠𝑡𝑒𝑝𝑠 = 1000), 𝑛𝑠𝑡𝑒𝑝𝑠 (𝑖) in Eq. 2 represents the
number of steps both poles are kept upright by the cart during the trial 𝑖, whereas 𝑁𝑡𝑟𝑖𝑎𝑙𝑠 indicates
the number of trials. An episode is prematurely ended in two cases:

• the cart goes out of the track (|𝑥 | > 2.4𝑚);

• at least one of the poles is falling (|𝜃 𝑗 | > 36◦, with 𝑗 = 1, 2).

In this work, we focus on the “Fixed Initial States condition” version of the problem [27, 28], in
which the evaluation of possible solutions is averaged over 8 trials (𝑁𝑡𝑟𝑖𝑎𝑙𝑠 = 8). In more detail, at
each trial the state variables 𝜉𝑖 (with 𝑖 = 1 . . . 6), which encode respectively position and velocity
of the cart and the two poles, are initialized according to TABLE 2.

Table 2: Initialization of the state variables 𝜉1 . . . 𝜉6 in each trial of the double-pole balancing
problem. Variables are defined as follows: 𝜉1 = 𝑥; 𝜉2 = ¤𝑥; 𝜉3 = 𝜃1; 𝜉4 = ¤𝜃1; 𝜉5 = 𝜃2;
𝜉6 = ¤𝜃2.

𝑇𝑟𝑖𝑎𝑙 𝜉1 𝜉2 𝜉3 𝜉4 𝜉5 𝜉6
1 -1.944 0 0 0 0 0
2 1.944 0 0 0 0 0
3 0 -1.215 0 0 0 0
4 0 1.215 0 0 0 0
5 0 0 -0.10472 0 0 0
6 0 0 0.10472 0 0 0
7 0 0 0 -0.135088 0 0
8 0 0 0 0.135088 0 0

Further details on the system dynamics can be found in [27, 28, 39].

2.1.3 Grid navigation

The third problem is a grid navigation task in which an agent has to reach the central location (target)
of a square grid starting from one of the four corners (see FIGURE 4). The grid has size 𝐿𝐺 × 𝐿𝐺 ,
with 𝐿𝐺 = 501. Similarly to the afore-described problems, grid navigation represents a largely used
benchmark to evaluate genetic and evolutionary algorithms [45–47].

The objective function for this problem is expressed as in Eq. 3.

𝐹𝑔𝑟𝑖𝑑 =
1

𝑁𝑡𝑟𝑖𝑎𝑙𝑠

𝑁𝑡𝑟𝑖𝑎𝑙𝑠∑
𝑖=1

𝑑𝑡𝑎 (𝑖) (3)

In Eq. 3, the symbol 𝑑𝑡𝑎 (𝑖) indicates the final agent-target distance at the trial 𝑖 and 𝑁𝑡𝑟𝑖𝑎𝑙𝑠 counts
the number of trials. Since there are four possible starting locations (i.e., the corners of the grid),
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Figure 4: Grid navigation problem: an agent (red circle) has to navigate in a grid world. The agent
starts from one of four possible initial locations (yellow squares) and its goal is to reach
the target location (red square). The agent can move left, up, right or bottom.

we set 𝑁𝑡𝑟𝑖𝑎𝑙𝑠 = 4. The target-agent distance 𝑑𝑡𝑎 (𝑖) is computed by counting the minimum number
of cells the agent has to visit in order to arrive at the target, and is defined in Eq. 4.

𝑑𝑡𝑎 (𝑖) = |𝑡𝑥 (𝑖) − 𝑎𝑥 (𝑖) | + |𝑡𝑦 (𝑖) − 𝑎𝑦 (𝑖) | (4)

The symbols (𝑡𝑥 (𝑖), 𝑡𝑦 (𝑖)) and (𝑎𝑥 (𝑖), 𝑎𝑦 (𝑖)) denote, respectively, the location of the target and the
agent during the trial 𝑖.

The agent can move one cell either horizontally (i.e., left and right) or vertically (i.e., up and down)
within the grid. A trial prematurely stops if the action of the agent causes its exit from the grid.

2.1.4 Test function optimization

The last problem is test function optimization, which constitutes a common benchmark for evaluat-
ing optimization methods [18, 48–50]. In particular, we consider the Ackley, Griewank, Rastrigin,
Rosenbrock and Sphere functions. Eqs. 5 - 9 provide the definition of the considered functions, in
which the input sequence is identified with the symbol 𝑣 and its length with the symbol 𝑛.

𝐹𝑎𝑐𝑘𝑙𝑒𝑦 = −20 exp ©­«−0.2

√√
1
𝑛

𝑛∑
𝑖=1

𝑣𝑖2
ª®¬ − exp

(
1
𝑛

𝑛∑
𝑖=1

cos(2𝜋𝑣𝑖)
)
+ 20 + exp(1) (5)

𝐹𝑔𝑟𝑖𝑒𝑤𝑎𝑛𝑘 = 1 + 1
4000

𝑛∑
𝑖=1

𝑣𝑖
2 −

𝑛∏
𝑖=1

cos
(
𝑣𝑖√
𝑖

)
(6)
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𝐹𝑟𝑎𝑠𝑡𝑟𝑖𝑔𝑖𝑛 =
𝑛∑
𝑖=1

(𝑣𝑖2 − 10 cos(2𝜋𝑣𝑖) + 10) (7)

𝐹𝑟𝑜𝑠𝑒𝑛𝑏𝑟𝑜𝑐𝑘 =
𝑛−1∑
𝑖=1

(100(𝑣𝑖+1 − 𝑣𝑖
2)2 + (𝑣𝑖 − 1)2) (8)

𝐹𝑠𝑝ℎ𝑒𝑟𝑒 =
𝑛∑
𝑖=1

𝑣𝑖
2 (9)

The fitness function for test function optimization is defined as the sum of the single functions
according to Eq. 10.

𝐹 𝑓 𝑢𝑛𝑐𝑡 = 𝐹𝑎𝑐𝑘𝑙𝑒𝑦 + 𝐹𝑔𝑟𝑖𝑒𝑤𝑎𝑛𝑘 + 𝐹𝑟𝑎𝑠𝑡𝑟𝑖𝑔𝑖𝑛 + 𝐹𝑟𝑜𝑠𝑒𝑛𝑏𝑟𝑜𝑐𝑘 + 𝐹𝑠𝑝ℎ𝑒𝑟𝑒 (10)

2.2 Performance

To assess the overall performance of the discovered solutions with respect to the considered MOO
scenario, we adopt the fitness function described in Eqs. 11 - 12:

min 𝐹 (11)

𝐹 = 𝑤𝑝𝑎𝑟𝑖𝑡 𝑦𝐹𝑝𝑎𝑟𝑖𝑡 𝑦 + 𝑤𝑑𝑝𝑜𝑙𝑒𝐹𝑑𝑝𝑜𝑙𝑒 + 𝑤𝑔𝑟𝑖𝑑𝐹𝑔𝑟𝑖𝑑 + 𝑤 𝑓 𝑢𝑛𝑐𝑡𝐹 𝑓 𝑢𝑛𝑐𝑡 (12)

As concerns Eq. 12, we use coefficients equal to 1 for each objective (i.e., 𝑤𝑝𝑎𝑟𝑖𝑡 𝑦 = 𝑤𝑑𝑝𝑜𝑙𝑒 =
𝑤𝑔𝑟𝑖𝑑 = 𝑤 𝑓 𝑢𝑛𝑐𝑡 = 1). Despite the simplicity of the approach, our design choice alleviates from the
burden of choosing tailored values, which requires expertise and may lead to different evolutionary
paths.

2.3 Evolutionary Algorithms

The EAs employed in this work are described in the next sections. A comprehensive schematic is
provided in FIGURE 5. Further details about the different algorithms can be found in [16, 24–28].

We emphasize that the term “solution” represents a set of floating-point values (also called “genes”)
directly encoding the parameters (i.e., biases and connection weights) of the controller that must be
evolved.
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(a) (b) (c) (d)

(e) (f) (g) (h)

Figure 5: Schematic of the considered EAs. (a) GGA; (b) HC; (c) HC*; (d) OpenAI-ES; (e) sNES;
(f) SSS; (g) SSSHC; (h) SSSHCa.

2.3.1 GGA

The Generational Genetic Algorithm (GGA) [24] is a pioneering method to evolve solutions capable
of adapting to dynamic environments [51, 52]. Moreover, it has been largely used in collective
domains like Swarm Robotics [53–56] or Multi-Agent Systems (MASs) [57–61], as well as for
problems involving single agents [62–65].

The algorithmworks according to the schematic provided in FIGURE 5-(a) and evolves a population
of candidate solutions. Each solution undergoes an evaluation process returning a fitness value
rating its effectiveness. After the entire population has been evaluated, the best 𝑁𝑟 solutions are
selected for reproduction, each one generating 𝑁𝑜 offspring through mutation and asexual crossover
operators. Moreover, selected solutions are retained in the population through elitism. This iterative
process aims to enhance the efficacy of solutions during evolution.

2.3.2 HC and HC*

The Hill-Climbing (HC) algorithm [25] is an optimization technique working through local search
refinements. Differently from classic population methods like GGA or SSS, HC considers a pool
of individuals that are evolved independently. Specifically, at each iteration, individuals generate
one offspring each and both are evaluated. The selection process takes into account each pair
(𝑖𝑛𝑑𝑖𝑣𝑖𝑑𝑢𝑎𝑙, 𝑜 𝑓 𝑓 𝑠𝑝𝑟𝑖𝑛𝑔) and retains the best performing solution within the pool of individuals.
For each individual, offspring is generated through mutation or asexual crossover. The HC algo-
rithm is shown in FIGURE 5-(b).
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HC* is a variant of HC in which the offspring creation is made through single-gene mutations
(see the schematic in FIGURE 5-(c)). Although the mechanism theoretically ensures the discovery
of truly adaptive modifications, there is no guarantee that solutions are progressively improved,
especially when only a gene at a time is mutated.

2.3.3 OpenAI-ES

The OpenAI Evolutionary Strategy (OpenAI-ES) [16] is a relatively novel technique that achieved
competitive results in problems like Atari games [16], classic control [66, 67], competitive co-
evolution [68], robot locomotion [16, 66, 69] and swarm robotics [30, 31, 70]. Differently from
a traditional EA, OpenAI-ES evolves a single solution termed “centroid”. In particular, at each
iteration of the evolutionary process, 𝑁𝑠𝑎𝑚𝑝𝑙𝑒𝑠 samples are extracted from a Gaussian distribution
and a set of solutions are derived according to Eq. 13.

𝑠 →
{
𝑧+ = 𝑐 + 𝜎 × 𝑠

𝑧− = 𝑐 − 𝜎 × 𝑠
(13)

In Eq. 13, the symbol 𝑠 represents the generic sample, 𝑐 denotes the centroid, 𝑧+ and 𝑧− indicate the
solutions that undergo evaluation, while 𝜎 is the mutation rate.

Once the pool of solutions has been evaluated, a fitness ranking is used to estimate the gradient
of the expected fitness function. Finally, the centroid is updated through Adam [71], a widespread
optimizer keeping historical information to drive the search process towards solutions that are more
likely to be effective. A schematic of OpenAI-ES is shown in FIGURE 5-(d). Differently from
existing works, here OpenAI-ES does not exploit weight decay [72], since reducing the size of
weights represents a clear advantage in the considered MOO scenario.

2.3.4 sNES

The Separable Natural Evolution Strategies (sNES) algorithm [26] is a variant of the Exponential
Natural Evolution Strategies (xNES) [44] that does not compute any covariance matrix. Instead,
sNES calculates the variance for each gene separately, hence allowing the method to better scale
with increasing sizes of the search space [66]. In particular, sNES has been successfully employed
in test function optimization [26], double-pole balancing [44, 73], car racing games [73], swarm
robotics [73] and robot locomotion [66]. The schematic of sNES is reported in FIGURE 5-(e). A
detailed description of sNES can be found in [26, 44].

2.3.5 SSS

The Stochastic Steady State (SSS) [27] is an EA that found applications in problems like double-
pole balancing [27, 28, 73], swarm robotics [73, 74], car racing games [73] and robot locomotion
[75]. The algorithm differs from GGA with respect to the reproduction and selection process: at
each iteration, each solution in the population (parent) generates one offspring through mutation and
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asexual crossover. Then, both parents and offspring are evaluated and the best 𝑃𝑜𝑝𝑆𝑖𝑧𝑒 solutions
are retained and form the next population. This iterative process allows SSS to improve performance
during evolution. FIGURE 5-(f) provides a schematic of the operation of SSS.

2.3.6 SSSHC and SSSHCa

The Stochastic Steady State with Hill-Climbing (SSSHC) [28] is a memetic algorithm [76–78] com-
bining SSS with a Hill-Climbing algorithm [25] seeking to further refine the solution performance.
SSSHC proves successful with regard to problems such as 5-bit parity, double-pole balancing and
test function optimization [28, 49]. Specifically, for the experiments reported here, we used the
variant introduced in [49].

The operation of SSSHC follows the one of SSS, but a refinement phase is added after selection:
each selected solution undergoes 𝑁𝑟𝑒 𝑓 𝑠 iterations (with 𝑁𝑟𝑒 𝑓 𝑠 = 5 as in [49]) in which a single-
gene mutation is applied and the modified solution is retained only if its performance improves. A
description of SSSHC is illustrated in FIGURE 5-(g).

Moreover, we designed an adaptive variant of SSSHC, called SSSHCa, in which the parameter
𝑁𝑟𝑒 𝑓 𝑠 adapts during evolution based on the number of non-negative single-gene mutations discov-
ered during the refinement process (see FIGURE 5-(h)). Specifically, we compute the percentage
of non-negative mutations 𝛼𝑚 according to Eq. 14.

𝛼𝑚 =
𝑁+
𝑚

𝑁𝑚
(14)

where the symbol 𝑁+
𝑚 and 𝑁𝑚 indicate, respectively, the number of non-negative mutations and the

total number of mutations performed during the refinement process.

The current value of 𝛼𝑚 is compared with the previous stored value (denoted with 𝛼̄𝑚), and 𝑁𝑟𝑒 𝑓 𝑠

is updated according to Eq. 15. To avoid numerical issues, we constrained the parameter 𝑁𝑟𝑒 𝑓 𝑠 in
the range [1, 25]. As for SSSHC, 𝑁𝑟𝑒 𝑓 𝑠 has been initially set to 5.

Δ𝑁𝑟𝑒 𝑓 𝑠 =


+1 if 𝛼𝑚 > 𝛼̄𝑚

0 if 𝛼𝑚 = 𝛼̄𝑚

−1 if 𝛼𝑚 < 𝛼̄𝑚

(15)

2.4 Controller

As a single controller for the considered problems, we used a recurrent neural network [79] formed
by 4 inputs, an internal layer of 10 neurons, and 1 output. Bias is applied to internal and output
neurons, which activate based on the tanh function. The information the input and output neurons
encode depending on the specific problem is listed here below (see also TABLE 3).

332



https://jaiai.org/ | August 2025 Paolo Pagliuca.

• 4-bit parity: the inputs represent the bits of the string that has to be checked, while the output
is the parity value associated to the string;

• double-pole balancing: the inputs encode normalized values for the cart position (𝑥) and pole
angles (𝜃1 and 𝜃2), and an alert signal that activates if either the cart approaches track edges
(|𝑥 | > 2𝑚), or the poles are almost falling (|𝜃 𝑗 | > 30◦, with 𝑗 = 1, 2). The output represents
the force that will be exerted to the cart;

• grid navigation: the inputs are the normalized locations of the agent ((𝑎𝑥 , 𝑎𝑦)) and the target
((𝑡𝑥 , 𝑡𝑦)), whereas the output indicates the motion direction (i.e., left, up, right or bottom).

Regarding test function optimization, the connection weights of the neural network constitute the
input vector 𝑣 used to compute the functions in Eq. 5 - 9. Therefore, not only does the controller
have to optimize simultaneously four problems exhibiting different properties, but it also has to
address them in potentially conflicting ways. In fact, the latter problem requires to minimize the
size of connection weights, which could prevent the discovery of effective solutions for the other
problems.

Table 3: Encoding of the input (𝐼1, 𝐼2, 𝐼3, 𝐼4) and output (𝑂1) neurons used for 4-bit parity, double-
pole balancing and grid navigation problems. Symbols are defined as follows: concerning
4-bit parity, 𝑏𝑖𝑡 𝑗 (with 𝑗 = 1 . . . 4) states for the generic bit of the input string, whereas
𝑛1−𝑏𝑖𝑡𝑠 indicates the network output used to check parity. As regards double-pole
balancing, 𝑥 refers to the cart position, 𝜃1 and 𝜃2 denote the angle of the long and short
poles, respectively, and 𝑎𝑙𝑒𝑟𝑡 is a flag indicating whether the trial might prematurely be
stopped because either the cart is going out of the track (|𝑥 | > 2) or the pole angles are
above 30◦, while 𝑓 𝑜𝑟𝑐𝑒 is the force applied to the cart that determines its motion. Lastly,
with respect to grid navigation, the symbols (𝑎𝑥 , 𝑎𝑦) and (𝑡𝑥 , 𝑡𝑦) represent, respectively,
the position of the agent and of the target locations, 𝐿𝐺 is the grid size and 𝑑𝑖𝑟 is the
direction of the agent in the grid (with 𝑑𝑖𝑟 ∈ [𝑙𝑒 𝑓 𝑡, 𝑢𝑝, 𝑟𝑖𝑔ℎ𝑡, 𝑑𝑜𝑤𝑛]).

Problem 𝐼1 𝐼2 𝐼3 𝐼4 𝑂1
4-bit parity 𝑏𝑖𝑡1 𝑏𝑖𝑡2 𝑏𝑖𝑡3 𝑏𝑖𝑡4 𝑛1−𝑏𝑖𝑡𝑠

Double-pole balancing 𝑥
4.8

𝜃1
0.52

𝜃2
0.52 alert 𝑓 𝑜𝑟𝑐𝑒

Grid navigation 𝑎𝑥
𝐿𝐺−1

𝑎𝑦

𝐿𝐺−1
𝑡𝑥

𝐿𝐺−1
𝑡𝑦

𝐿𝐺−1 𝑑𝑖𝑟

2.5 Simulator and Experimental Settings

We employed he Framework for Autonomous Robotics Simulation and Analysis (FARSA) [80]
tool, since it found applications in similar experimental studies [27, 28, 49]. Moreover, it has been
successfully used also in robotic scenarios [65, 74, 81, 82].

The considered EAs have been compared by running 30 replications of the experiments, and evo-
lution lasts 109 evaluation steps. TABLE 4 reports a list of all parameters.
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Table 4: List of parameter settings used for the different algorithms.

Parameter Symbol GGA HC HC* OpenAI-ES sNES SSS SSSHC SSSHCa
Number of replications 𝑁𝑟𝑒𝑝𝑠 30

Number of evaluation steps 𝑁𝑒𝑣𝑎𝑙𝑠 109

Population size 𝑃𝑜𝑝𝑆𝑖𝑧𝑒 100 50 1 50
Number of reproducing solutions 𝑁𝑟 10 -

Number of offspring generated by each solution 𝑁𝑜
𝑃𝑜𝑝𝑆𝑖𝑧𝑒

𝑁𝑟
− 1 -

Elitism 𝐸𝑙𝑖𝑡𝑖𝑠𝑚 Yes -
Mutation rate 𝑀𝑢𝑡𝑅𝑎𝑡𝑒 0.05 0.02 Adaptive based on variance 0.05
Crossover rate 𝐶𝑟𝑜𝑠𝑠𝑅𝑎𝑡𝑒 0.1 - 0.1
Learning rate 𝐿𝑒𝑎𝑟𝑛𝑅𝑎𝑡𝑒 - 0.01 -

Number of samples 𝑁𝑠𝑎𝑚𝑝𝑙𝑒𝑠 - 20 4 + b3 × ln(𝑛)c -
Number of refinement iterations 𝑁𝑟𝑒 𝑓 𝑠 - 5 Adaptive based on 𝛼𝑚

Weight range 𝑤𝑟 [−5.0, 5.0]

3. RESULTS

The performance comparison is shown in TABLE 5, FIGURE 6 and FIGURE 7. Clearly, OpenAI-
ES, SSSHC and SSSHCa strongly outperform GGA, HC, HC*, sNES and SSS (Kruskal-Wallis H
test, 𝑝 < 10−6, see TABLE 6), which indicates their capability to discover more effective solutions
for the considered MOO scenario. As can be seen in FIGURE 6, OpenAI-ES quickly reduces the
fitness in the first 108 evaluation steps and then almost stabilizes after 2×108 evaluation steps. HC*,
SSSHC and SSSHCa have a slower convergence and stabilize after 4×108 evaluation steps, although
they reach different performance levels. The sNES algorithm immediately reduces performance, but
does not manage to further improve during evolution. Conversely, the fitness curves of GGA, HC
and SSS show a slower drop than other methods, which prevents them from further optimization.

Notably, OpenAI-ES, SSSHC and SSSHCa have similar performance (Mann-Whitney U test with
Bonferroni correction, 𝑝 > 0.05 for each pair of comparisons, see also TABLE 6). Therefore, rela-
tively simple strategies like SSSHC and SSSHCa are not inferior to a more sophisticated algorithm
like OpenAI-ES, which exploits historical information to channel the search in the space of possible
solutions. By looking at the outcomes reported in FIGURE 7, OpenAI-ESmanages to find solutions
with performance below 1000 (see bottom outliers in FIGURE 7), while SSSHC and SSSHCa do
not reach similar performance levels.

HC* strongly outperforms HC (Mann-Whitney U test, 𝑝 < 10−6, see also TABLE 6). This implies
that single-gene mutations allow the former method to improve performance, since these modifi-
cations are truly adaptive. Conversely, the exploration process of HC through random mutations
over multiple genes or asexual crossover prevents the method from discovering effective solutions,
particularly with respect to test function optimization (see TABLE 7).

Table 5: Fitness analysis of the different algorithms. Data is the average of 30 replications of the
experiments. Best performance is reported in bold.

GGA HC HC* OpenAI-ES sNES SSS SSSHC SSSHCa
2915.823 [206.120] 4342.209 [221.425] 1715.914 [40.453] 1291.433 [268.231] 1788.938 [28.329] 2581.040 [117.146] 1423.723 [57.654] 1420.432 [45.443]

We corroborate our results by delving into the fitness achieved by the different algorithms with
regard to the specific problems. As highlighted in FIGURE 8 and TABLE 7, OpenAI-ES achieves
the best results in the 4-bit parity and double-pole balancing problems, while SSSHCa bests other
algorithms with respect to grid navigation and test function optimization. In particular, OpenAI-ES,
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Figure 6: Performance of GGA, HC, HC*, OpenAI-ES, sNES, SSS, SSSHC and SSSHCa during
evolution. The shaded areas are bounded in the range [𝑄1, 𝑄3] (first and third quartiles
of data). We use the logarithmic scale on the y-axis to improve readability. Fitness is
averaged over 30 replications.

Figure 7: Final performance achieved by the different methods (see TABLE 5). Boxes are bounded
in the range [𝑄1, 𝑄3], with the whiskers extending to data within 1.5×(𝑄3−𝑄1). Medians
are indicated with yellow lines. The notation 𝑁𝑆 indicates that the fitness values of the
two considered methods do not statistically differ (Mann-Whitney U test with Bonferroni
correction, 𝑝 > 0.05, see also TABLE 6).
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Table 6: Statistical comparison between the considered methods according to the Mann-Whitney
U test with Bonferroni correction, with significant differences indicated in bold. Table is
symmetrical with respect to the main diagonal. The symbol “-” marks the absence of the
corresponding entry. Data is the average of 30 replications of the experiments.

GGA HC HC* OpenAI-ES sNES SSS SSSHC SSSHCa
GGA - < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6

HC - < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6

HC* - < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6

OpenAI-ES - < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 0.061 0.186
sNES - < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6

SSS - < 10−6< 10−6< 10−6 < 10−6< 10−6< 10−6

SSSHC - 0.232
SSSHCa -

SSSHC and SSSHCa succeed in the minimization of test functions, which allows to quickly reduce
fitness (see also FIGURE 6). Instead, GGA, HC, HC*, sNES and SSS fail in finding similar solu-
tions. Interestingly, OpenAI-ES is the only algorithm that manages to discover improved solutions
in the double-pole balancing problem (Kruskal-Wallis H test, 𝑝 < 10−6, see also FIGURE 8 and
TABLE 7).

Figure 8: Analysis of the algorithm performance on the different problems. Black lines mark the
standard deviations. We use the logarithmic scale on the y-axis to improve readability.
Bars denote the average fitness from 30 replications.

Table 7: Performance analysis with regard to 4-bit parity, double-pole balancing, grid navigation
and test function optimization. Bold values correspond to the best outcomes. Data is the
average of 30 replications of the experiments.

Problem GGA HC HC* OpenAI-ES sNES SSS SSSHC SSSHCa
4-bit parity 8.233 [2.246] 7.533 [3.052] 8.433 [1.283] 6.633 [1.538] 7.967 [1.329] 7.367 [2.331] 7.800 [1.078] 7.333 [1.300]

Double-pole balancing 994.654 [2.199] 994.275 [2.566] 990.846 [6.199] 778.279 [384.148] 993.963 [2.625] 993.708 [2.394] 971.204 [112.980] 993.163 [2.949]
Grid navigation 325.167 [57.660] 462.075 [48.844] 276.250 [96.566] 306.142 [75.842] 245.008 [69.218] 377.092 [97.762] 253.058 [76.517] 232.800 [82.173]

Test function optimization 1587.770 [223.944] 2878.325 [219.006] 440.385 [81.073] 200.379 [111.980] 542.000 [74.207] 1202.873 [147.151] 191.361 [72.429] 187.136 [79.009]

Lastly, we investigate the performance of the different methods with regard to Ackley, Griewank,
Rastrigin, Rosenbrock and Sphere functions, as illustrated in FIGURE 9 and TABLE 8. Notably,
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OpenAI-ES is more effective than other algorithms in optimizing the Rosenbrock function (Kruskal-
Wallis H test, 𝑝 < 10−6), SSS outperforms the others with regard to Rastrigin function (Kruskal-
Wallis H test, 𝑝 < 10−6), SSSHC reaches best performance on the Sphere function (Kruskal-Wallis
H test, 𝑝 < 10−6), whereas SSSHCa bests other algorithms with respect to Ackley and Griewank
functions (Kruskal-Wallis H test, 𝑝 < 10−6). The outcomes reported in TABLE 7 and TABLE 8
underscore the clear advantage of OpenAI-ES, SSSHC and SSSHCa over other methods. HC*
and sNES obtain relatively good results in test function optimization, although they are inferior to
OpenAI-ES, SSSHC and SSSHCa. GGA, HC and SSS achieve poor performance in this context,
particularly concerning the Rosenbrock function (see TABLE 8).

Figure 9: Algorithm performance on the Ackley, Griewank, Rastrigin, Rosenbrock and Sphere test
functions. Boxes are bounded in the range [𝑄1, 𝑄3], with the whiskers extending to data
within 1.5× (𝑄3 −𝑄1). Medians are indicated with yellow lines. We use the logarithmic
scale on the y-axis to improve readability. Data represents the average fitness from 30
replications.

Table 8: Performance analysis with regard to the Ackley, Griewank, Rastrigin, Rosenbrock and
Sphere test functions. Bold values correspond to the best outcomes. Data is the average
of 30 replications of the experiments.

Test function GGA HC HC* OpenAI-ES sNES SSS SSSHC SSSHCa
Ackley 4.331 [0.179] 2.652 [0.151] 3.275 [0.304] 1.673 [0.586] 2.900 [0.227] 2.107 [0.184] 1.261 [0.434] 1.254 [0.531]

Griewank 0.765 [0.094] 0.761 [0.147] 0.696 [0.171] 0.217 [0.193] 0.447 [0.185] 0.546 [0.146] 0.181 [0.201] 0.142 [0.167]
Rastrigin 1643.956 [66.687] 138.704 [52.489] 720.609 [100.050] 332.113 [245.317] 1108.064 [99.170] 97.339 [53.305] 202.919 [96.824] 193.670 [106.812]

Rosenbrock 6207.401 [1112.739] 14173.956 [1083.805] 1411.610 [322.264] 650.228 [317.946] 1618.943 [212.284] 5868.017 [702.571] 741.408 [295.443] 728.661 [305.485]
Sphere 82.393 [12.567] 75.548 [7.719] 65.735 [15.735] 17.665 [9.097] 28.012 [7.952] 46.356 [6.654] 11.038 [7.100] 11.953 [9.570]

Overall, the reported analysis clearly reveals a superior performance of OpenAI-ES, SSSHC and
SSSHCa over GGA, HC, HC*, sNES and SSS. This is related to their capability to decrease weights,
as shown in TABLE 9. In particular, the former algorithms evolve controllers with a limited weight
size, which is paramount for the test function optimization. Nevertheless, this tendency prevents the
algorithms from finding effective solutions with respect to the other problems, particularly double-
pole balancing. This is especially true for SSSHC and SSSHCa (see FIGURE 8 and TABLE 7). By
examining the controllers evolved by the different methods, we discovered a positive correlation
between performance and weight size (Spearman correlation, 𝜌 = 0.234, significant at 𝑝 < 0.001),
which further emphasizes the importance of reducing weight size for the discovery of effective
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solutions. Interestingly, sNES and SSS have similar weight sizes, but their performance is notably
different. This can be explained by considering that sNES computes the variance for each gene,
which allows the method to identify the modifications that could improve performance. Conversely,
SSS does not adopt similar mechanisms. An analogous consideration can be done with regard
to HC and HC*: the usage of single-gene mutations allows the latter method to discover truly
adaptive modifications, whereas the former algorithm suffers from the potentially disruptive effect
of multiple-gene mutations and gets stuck in local minima solutions.

Table 9: Controller weight size analysis. Data has been computed by considering the absolute value
for each gene and is the average of 30 replications of the experiments.

GGA HC HC* OpenAI-ES sNES SSS SSSHC SSSHCa
0.583 [0.040] 0.428 [0.041] 0.466 [0.083] 0.164 [0.071] 0.265 [0.040] 0.290 [0.042] 0.091 [0.051] 0.096 [0.068]

Regarding SSSHCa, we measured how the number of refinement iterations 𝑁𝑟𝑒 𝑓 𝑠 varies through-
out evolution based on the percentage of non-negative mutations 𝛼𝑚 found during the refinement
process. As can be expected, parameter 𝛼𝑚 decreases as the algorithm improves performance
(FIGURE 10, top), because the possibility to find further adaptive mutations is low. Instead, the
number of refinement iterations 𝑁𝑟𝑒 𝑓 𝑠 tends to increase during evolution (FIGURE 10, bottom).
This is related to the update rule defined in Eq. 15, which fosters a great variability of the parameter
𝑁𝑟𝑒 𝑓 𝑠 even with low values of variable 𝛼𝑚. Future studies could delve into different, and more
effective, techniques to adapt the number of refinement iterations 𝑁𝑟𝑒 𝑓 𝑠.

Figure 10: Analysis of the variation of parameter 𝑁𝑟𝑒 𝑓 𝑠 (bottom figure) depending on the rate of
non-negative mutations 𝛼𝑚 (top figure) throughout the evolution with SSSHCa. Data is
collected from 30 replications.

4. DISCUSSION

The presented results show that three algorithms emerge as more suitable options for the considered
MOO scenario. A noteworthy aspect regards the different level of complexity between OpenAI-ES,
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SSSHC and SSSHCa. In fact, the former method exploits mirrored sampling [83] and historical in-
formation to identify the search direction in the space of solutions. Conversely, SSSHC and SSSHCa
arememetic algorithms that seek to refine selected solutions through single-genemutations. Despite
the simplicity, SSSHC and SSSHCa work well in this scenario. However, this approach presents
benefits and drawbacks: on one hand, modifying one gene at a time eliminates the risk of disruptive
effects, since only adaptive mutations are retained. On the other hand, the process does not exclude
failures in the attempt of improving solution performance and is costly with regard to the number
of evaluation steps.

OpenAI-ES has an intrinsic propensity to reduce the size of weights even when weight decay is not
applied, as in the case of our experiments. This turns out to be crucial in the considered domain, as
well as in other domains like swarm robotics [31] and robot locomotion [69]. Conversely, SSSHC
and SSSHCa exploit single-gene mutations performed during refinement to progressively reduce
the weight size.

HC* and sNES achieve relatively good results, although significantly inferior toOpenAI-ES, SSSHC
and SSSHCa. Despite the usage of single-gene mutations, HC* does not manage to properly explore
the search space. A similar consideration can be hold for sNES. This implies that the advantage of
OpenAI-ES, SSSHC and SSSHCa is related to their overall operation, rather than the single tech-
niques incorporated in their implementation. In particular, OpenAI-ES effectively combines sym-
metric sampling and historical information to understand the parametermodifications that could lead
to enhanced performance. On the other hand, SSSHC and SSSHCa balance exploration (through
asexual crossover and random mutations) and exploitation (refinement by means of single-gene
mutations) to improve discovered solutions.

GGA, HC and SSS do not manage to achieve performance comparable to the other algorithms.
Specifically, they fail in discovering effective solutions for test function optimization, particularly
with respect to the Rosenbrock function. This can be explained by considering that GGA, HC
and SSS seek to enhance performance through mutation and crossover operators, and do not have
explicit techniques to reduce weights. As a consequence, they might require longer evolutionary
processes in order to find more effective solutions.

Although the difference in weight size, HC* is remarkably more effective than HC. This reveals that
a pure parameter reduction does not correspond to an optimized performance. Instead, single-gene
mutations allow to identify those parameters that must be modified in order to enhance fitness and
better deal with the MOO scenario.

Another relevant insight regards the types of solutions discovered by the considered EAs. Specifi-
cally, we observe that all the algorithms mainly focus on test function optimization, which allows to
quickly enhance performance, and almost ignore the remaining problems. This is strongly related to
the remarkable different magnitudes of the fitness values in the worst case (see TABLE 10): because
test function optimization is three order of magnitude bigger than double-pole balancing and grid
navigation, performance is minimized when the component 𝐹 𝑓 𝑢𝑛𝑐𝑡 is strongly reduced (see Eq. 12).
As a consequence, the algorithms evolve solutions mostly addressing test function optimization and
do not manage to improve performance with respect to the other objectives.

Overall, our results underscore a non-negligible relationship between problem and algorithm. In
fact, although OpenAI-ES, SSS and SSSHC proved effective at optimizing double-pole balancing
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Table 10: Worst fitness value that can be obtained in each considered problem.
4-bit parity Double-pole balancing Grid navigation Test function optimization

16 1000 500 6450690.655

in previous studies [27, 28, 67], the definition of the performance measure for the considered MOO
scenario guides EAs to different evolutionary paths, in which one of the objectives (test function
optimization) dominates the others.

Given the strong dependency of the types of solutions found on the fitness definition, we run a
preliminary investigation on the strategies discovered by HC*, OpenAI-ES, sNES, SSSHC and
SSSHCa (i.e., the most successful algorithms in the MOO scenario) when the fitness functions
defined in Eqs. 1, 2, 3 and 10 are normalized in the range [0.0, 1.0] according to Eqs. 16 - 19.

𝐹𝑝𝑎𝑟𝑖𝑡 𝑦 =
𝐹𝑝𝑎𝑟𝑖𝑡 𝑦

𝑁𝑠𝑡𝑟𝑖𝑛𝑔𝑠
(16)

𝐹𝑑𝑝𝑜𝑙𝑒 =
𝐹𝑑𝑝𝑜𝑙𝑒

𝑁𝑠𝑡𝑒𝑝𝑠
(17)

𝐹𝑔𝑟𝑖𝑑 =
𝐹𝑔𝑟𝑖𝑑

𝐿𝐺 − 1
(18)

𝐹 𝑓 𝑢𝑛𝑐𝑡 =
𝐹 𝑓 𝑢𝑛𝑐𝑡

106 (19)

Concerning Eqs. 16 - 18, the normalization factors 𝑁𝑠𝑡𝑟𝑖𝑛𝑔𝑠, 𝑁𝑠𝑡𝑒𝑝𝑠 and 𝐿𝐺 − 1 ensure that the
normalized fitness functions are bounded in the range [0, 1]. With regard to Eq. 19, the value 106

has been empirically determined by observing the non-normalized performance of solutions found
during the early stages of the evolutionary process.

The results of this analysis are presented in TABLE 11. The fitness normalization removes the
dominating objective (i.e., test function optimization) and enables a more balanced optimization.
Nonetheless, there are differences in the way the considered EAs address the modified MOO sce-
nario: OpenAI-ES succeeds in discovering effective solutions for test function optimization and is
able to enhance its performance on the double-pole balancing. Conversely, the other algorithms
excel at solving 4-bit parity and grid navigation, and manage to find good solutions to test function
optimization. Notably, SSSHC and SSSHCa are signicantly better than HC* and sNES (Mann-
Whitney U test with Bonferroni correction, 𝑝 < 0.001) and also outperform OpenAI-ES, although
there is no statistical difference (Mann-Whitney U test with Bonferroni correction, 𝑝 > 0.05).
FIGURE 11 displays how performance varies throughout the evolution.

Interestingly, the fitness normalization affects the weight size of the evolved controllers (see TA-
BLE 12). In fact, in this case, the performance is negatively correlated with the size of weights
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Table 11: Performance of HC*, OpenAI-ES, sNES, SSSHC and SSSHCa when the fitness of single
tasks (defined in Eqs. 1, 2, 3 and 10) is normalized in the range [0.0, 1.0]. Data is averaged
over 30 replications. Best outcomes are shown in bold.

Problem HC* OpenAI-ES sNES SSSHC SSSHCa
4-bit parity 0.008 [0.021] 0.158 [0.171] 0.0 [0.0] 0.010 [0.056] 0.004 [0.016]

Double-pole balancing 0.883 [0.128] 0.506 [0.379] 0.969 [0.096] 0.790 [0.212] 0.801 [0.220]
Grid navigation 0.155 [0.077] 0.375 [0.310] 0.135 [0.043] 0.137 [0.016] 0.138 [0.018]

Test function optimization 0.103 [0.030] 0.033 [0.027] 0.073 [0.017] 0.099 [0.033] 0.095 [0.021]
Total 1.149 [0.166] 1.072 [0.435] 1.178 [0.041] 1.037 [0.212] 1.038 [0.215]

Figure 11: Performance of HC*, OpenAI-ES, sNES, SSSHC and SSSHCa during evolution with
normalized fitness functions (see Eqs. 16 - 19). The shaded areas are bounded in the
range [𝑄1, 𝑄3] (first and third quartiles of data). Fitness is averaged over 30 replications.
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(Spearman correlation, 𝜌 = −0.294, significant at 𝑝 < 0.001). Therefore, the usage of normalized
fitness functions drives the EAs towards the discovery of solutions characterized by larger weights
than in the basic MOO scenario (Mann-Whitney U test, 𝑝 < 10−6 for each algorithm), which is
paramount to balance optimization across multiple objectives.

Table 12: Weight size analysis of controllers evolved with normalized fitness. Data has been
computed by considering the absolute value for each gene and is the average of 30
replications of the experiments.

HC* OpenAI-ES sNES SSSHC SSSHCa
1.470 [0.177] 1.167 [0.321] 1.356 [0.061] 1.410 [0.161] 1.419 [0.134]

5. CONCLUSIONS

Multi-Objective Optimization (MOO) concerns the identification of solutions capable of optimizing
multiple conflicting objectives at the same time. Because the discovery of a global optimum is not
trivial, if not impossible, Pareto-optimal solutions are typically taken into account. Evolutionary
Algorithms (EAs) have demonstrated a great ability to deal with MOO scenarios, since they provide
effective solutions without any prior knowledge about the considered domains. A partially related
research field lies in the search for a single controller able to address different problems within the
same class. The main advantage is the possibility of transferring acquired knowledge on a given
problem to others, without further fine-tuning. The approach is similar to transfer learning [84],
which proved valuable in Deep Learning (DL) applications [85–87].

This work delves into the definition of a novel MOO scenario and the analysis of how some state-
of-the-art works address it. Specifically, we compared GGA, HC, HC*, OpenAI-ES, sNES, SSS,
SSSHC and SSSHCa with respect to the evolution of a single neural network controller able to
simultaneously optimize four benchmark problems: (i) 4-bit parity, (ii) double-pole balancing,
(iii) grid navigation, and (iv) test function optimization. The definition of the scenario makes the
overall problem challenging, since the multiple objectives conflict with each other. Furthermore,
the controller is used differently depending on the specific problem: for example, the connection
weights determine the action to be executed in the double-pole balancing or grid navigation prob-
lems, while they represent the input vector for the test functions to be optimized. Outcomes indicate
that OpenAI-ES, SSSHC and SSSHCa best the other algorithms, since they are more effective at
sampling the search space. In particular, OpenAI-ES exploits symmetric sampling and historical
information, whereas SSSHC and SSSHCa benefit from single-gene mutations. Interestingly, rel-
atively trivial algorithms like SSSHC and SSSHCa are not inferior to a modern and sophisticated
method like OpenAI-ES in this context. Instead, SSSHC and SSSHCa are better than OpenAI-
ES with respect to grid navigation and test function optimization, while the opposite is true for
4-bit parity and double-pole balancing. In addition, OpenAI-ES, SSSHC and SSSHCa manage to
reduce weight size more efficiently than GGA, HC, HC*, sNES and SSS, a worthwhile feature
in the considered domain. Lastly, a preliminary investigation on the usage of normalized fitness
functions underscores that fitness normalization highly affects the capability of HC*, OpenAI-ES,
sNES, SSSHC and SSSHCa (i.e., the best EAs in the MOO scenario) to balance optimization across
multiple objectives, and leads to the discovery of solutions characterized by larger weight sizes.
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As future research directions, we plan to incorporate algorithms specifically tailored for MOO
domains, such as NSGA-II and VEGA, for future comparisons. This will provide a comprehensive
analysis of the most suitable methods for MOO. Furthermore, modifications of the problem formu-
lation in Eq. 12 will be object of future studies, particularly through the usage of different coefficient
values for the different objectives. In addition, further experiments in which parameter settings are
systematically varied will be performed, aiming to validate our analysis more thoroughly. Finally,
future works could investigate different scenarios (e.g., robotics, classic control) in order to extend
and, possibly, generalize the considerations reported here.
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